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**Постановка задачи**

Входные данные: текстовый файлы со строками в формате V1, V1, P, где V1, V2 направленная дуга транспортной сети, а P – ее пропускная способность. Исток всегда обозначен как S, сток – как T. Необходимо найти максимальный поток в сети используя алгоритм Эдмондса-Карпа

## Описание и оценка временной сложности функций

|  |  |  |
| --- | --- | --- |
| Функция | Описание | Временная сложность |
| void vertexesSearch | Ищет уникальные вершины графа и заносит их в список | O(n) |
| void matrixFilling | Заполняет матрицу пропускных способностей | O(n) |
| bool breadthFirstSearch | Обход графа в ширину | O(V+E) |
| int EdmondsKarpAlgorithm | Алгоритм Эдмондса-Форда | O(V\*E^2) |

## Также в лабораторной работе был использован LinkedList и Queue

## Описание реализованный unit-тестов

|  |
| --- |
| Название теста |
| vertexesSearchTest |
| matrixFillingTest |
| EdmondsKarpAlgorithmTest |
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В тестах использовался данный текстовый файл:

![](data:image/png;base64,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)

## Пример работы
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## Листинг

EdmondsKarp.h

#pragma once

#include "list.h"

void vertexesSearch(LinkedList<char>\* listOfCities, ifstream& fin);

void matrixFilling(LinkedList<char>\* listOfVertexes, ifstream& fin, int\*\* capacityMatrix);

bool breadthFirstSearch(int\*\* graph, int s, int t, int\* parent, size\_t size);

int EdmondsKarpAlgorithm(int\*\* capacityMatrix, int s, int t, size\_t size);

#include "EdmondsKarp.h"

#include <string>

#include <fstream>

#include "queue.h"

EdmondsKarp.cpp

void vertexesSearch(LinkedList<char>\* listOfCities, ifstream& fin)

{

string str;

char tempChar;

int counter, index;

while (!fin.eof()) {

getline(fin, str);

counter = 0;

for (size\_t i = 0; i < str.size(); i++) {

tempChar = str[i++];

index = listOfCities->find(tempChar);

if (index == -1) {

listOfCities->push\_back(tempChar);

}

counter++;

if (counter == 2) {

break;

}

}

}

}

void matrixFilling(LinkedList<char>\* listOfVertexes, ifstream& fin, int\*\* capacityMatrix)

{

string str;

char tempChar;

int indexI, indexJ;

int counter;

while (!fin.eof()) {

getline(fin, str);

counter = 0;

for (size\_t i = 0; i < str.size(); i++) {

tempChar = str[i++];

if (counter == 0) {

indexI = listOfVertexes->find(tempChar);

}

if (counter == 1) {

indexJ = listOfVertexes->find(tempChar);

}

if (counter == 2) {

capacityMatrix[indexI][indexJ] = int(tempChar) - int('0');

}

counter++;

}

}

}

bool breadthFirstSearch(int\*\* graph, int s, int t, int\* parent, size\_t size)

{

bool\* visited = new bool[size];

for (size\_t i = 0; i < size; i++) {

visited[i] = false;

}

Queue<int> queue;

queue.push(s);

visited[s] = true;

parent[s] = -1;

while (!queue.empty()) {

int cur = queue.first();

queue.pop();

for (size\_t i = 0; i < size; i++) {

if (visited[i] == false && graph[cur][i] > 0) {

queue.push(i);

parent[i] = cur;

visited[i] = true;

}

}

}

return visited[t];

}

int EdmondsKarpAlgorithm(int\*\* capacityMatrix, int s, int t, size\_t size)

{

int cur;

int\*\* graph = new int\* [size];

for (size\_t i = 0; i < size; i++) {

graph[i] = new int[size];

}

for (size\_t i = 0; i < size; i++) {

for (size\_t j = 0; j < size; j++) {

graph[i][j] = capacityMatrix[i][j];

}

}

int\* parent = new int[size];

int maxFlow = 0;

while (breadthFirstSearch(graph, s, t, parent, size)) {

int pathFlow = 1e9;

for (int i = t; i != s; i = parent[i]) {

cur = parent[i];

if (pathFlow > graph[cur][i]) {

pathFlow = graph[cur][i];

}

}

for (int i = t; i != s; i = parent[i]) {

cur = parent[i];

graph[cur][i] -= pathFlow;

graph[i][cur] += pathFlow;

}

maxFlow += pathFlow;

}

return maxFlow;

}